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Status of this memo

This document is an Internet-Draft. Internet-Drafts are working documents of the
Internet Engineering Task Force (IETF), its areas, and its working groups. Note that
other groups may also distribute working documents as Internet-Drafts.
Internet-Drafts are draft documents valid for a maximum of six months and may be
updated, replaced, or made obsolete by other documents at any time. It is
inappropriate to use Internet-Drafts as reference material or to cite them other than as
work in progress.

To learn the current status of any Internet-Draft, please check the 1id-abstracts.txt
listing contained in the Internet Drafts Shadow Directories on ds.internic.net (US East
Coast), nic.nordu.net (Europe), ftp.isi.edu (US West Coast), or munnari.oz.au (Pacific
Rim).

Abstract

This document specifies Version 3.0 of the Secure Sockets Layer (SSL V3.0)
protocol, a security protocol that provides communications privacy over the Internet.
The protocol allows client/server applications to communicate in a way that is
designed to prevent eavesdropping, tampering, or message forgery.

Introduction

The primary goal of the SSL Protocol is to provide privacy and reliability between two
communicating applications. The protocol is composed of two layers. At the lowest
level, layered on top of some reliable transport protocol (e.g., TCP[TCP])), is the SSL
Record Protocol. The SSL Record Protocol is used for encapsulation of various higher
level protocols. One such encapsulated protocol, the SSL Handshake Protocol, allows
the server and client to authenticate each other and to negotiate an encryption
algorithm and cryptographic keys before the application protocol transmits or receives
its first byte of data. One advantage of SSL is that it is application protocol
independent. A higher level protocol can layer on top of the SSL Protocol
transparently.

The SSL protocol provides connection security that has three basic properties:

The connection is private. Encryption is used after an initial handshake to
define a secret key. Symmetric cryptography is used for data encryption (e.g.,
DES[DES], RC4[RC4], etc.)

The peer's identity can be authenticated using asymmetric, or public key,
cryptography (e.g., RSA[RSA], DSS[DSS], etc.).

The connection is reliable. Message transport includes a message integrity
check using a keyed MAC. Secure hash functions (e.g., SHA, MDS5, etc.) are
used for MAC computations.

Goals
The goals of SSL Protocol v3.0, in order of their priority, are:



1. Cryptographic security
SSL should be used to establish a secure connection between two parties.
2. Interoperability

Independent programmers should be able to develop applications utilizing SSL
3.0 that will then be able to successfully exchange cryptographic parameters
without knowledge of one another's code.

Note:It is not the case that all instances of SSL (even in the same application domain)
will be able to successfully connect. For instance, if the server supports a particular
hardware token, and the client does not have access to such a token, then the
connection will not succeed.

3. Extensibility

SSL seeks to provide a framework into which new public key and bulk
encryption methods can be incorporated as necessary. This will also
accomplish two sub-goals: to prevent the need to create a new protocol (and
risking the introduction of possible new weaknesses) and to avoid the need to
implement an entire new security library.

4. Relative efficiency

Cryptographic operations tend to be highly CPU intensive, particularly public
key operations. For this reason, the SSL protocol has incorporated an optional
session caching scheme to reduce the number of connections that need to be
established from scratch. Additionally, care has been taken to reduce network
activity.

Goals of this document

The SSL Protocol Version 3.0 Specification is intended primarily for readers who will
be implementing the protocol and those doing cryptographic analysis of it. The spec
has been written with this in mind, and it is intended to reflect the needs of those two
groups. For that reason, many of the algorithm-dependent data structures and rules are
included in the body of the text (as opposed to in an Appendix), providing easier
access to them.

This document is not intended to supply any details of service definition nor interface
definition, although it does cover select areas of policy as they are required for the
maintenance of solid security.

Presentation language

This document deals with the formatting of data in an external representation. The
following very basic and somewhat casually defined presentation syntax will be used.
The syntax draws from several sources in its structure. Although it resembles the
programming language 'C' in its syntax and XDR [XDR] in both its syntax and intent,
it would be risky to draw too many parallels. The purpose of this presentation
language is to document SSL only, not to have general application beyond that
particular goal.



6.1 Basic block size

The representation of all data items is explicitly specified. The basic data block size is
one byte (i.e. 8 bits). Multiple byte data items are concatenations of bytes, from left to
right, from top to bottom. From the bytestream a multi-byte item (a numeric in the
example) is formed (using C notation) by:

value = (byte[0] << 8*(n-1)) | (byte[1] << 8*(n-2)) | ... | byte[n-1];
This byte ordering for multi-byte values is the commonplace network byte order or big
endian format.

6.2 Miscellaneous

Comments begin with "/*" and end with "*/".
Optional components are denoted by enclosing them in italic "[ ]" brackets.
Single byte entities containing uninterpreted data are of type opaque.

6.3 Vectors

A vector (single dimensioned array) is a stream of homogeneous data elements. The
size of the vector may be specified at documentation time or left unspecified until
runtime. In either case the length declares the number of bytes, not the number of
elements, in the vector.
The syntax for specifying a new type T' that is a fixed length vector of type T is

T T'[n];
Here T' occupies n bytes in the data stream, where n is a multiple of the size of T. The
length of the vector is not included in the encoded stream.
In the following example, Datum is defined to be three consecutive bytes that the
protocol does not interpret, while Data is three consecutive Datum, consuming a total of

nine bytes.
opaque Datum[3]; /* three uninterpreted bytes of data */
Datum Data[9]; /* 3 consecutive 3 byte vectors */

Variable length vectors are defined by specifying a subrange of legal lengths,
inclusively, using the notation <floor..ceiling>. When encoded, the actual length
precedes the vector's contents in the byte stream. The length will be in the form of a
number consuming as many bytes as required to hold the vector's specified maximum
(ceiling) length. A variable length vector with an actual length field of zero is referred
to as an empty vector.

T T'<floor..ceiling>;
In the following example, mandatory is a vector that must contain between 300 and 400
bytes of type opaque. It can never be empty. The actual length field consumes two
bytes, a uint16, sufficient to represent the value 400 (see Section 6.4). On the other
hand, longer can represent up to 800 bytes of data, or 400 uint16 elements, and it may
be empty. Its encoding will include a two byte actual length field prepended to the

vector.
opaque mandatory<300..400>; /* length field is 2 bytes, cannot be empty */
uint16 longer<0..800>;  /* zero to 400 16-bit unsigned integers */

6.4 Numbers

The basic numeric data type is an unsigned byte (uint8). All larger numeric data types
are formed from fixed length series of bytes concatenated as described in Section 6.1

and are also unsigned. The following numeric types are predefined.
uint8 uint16[2];



uint8 uint24[3];
uint8 uint32[4];
uint8 uint64[8];

6.5 Enumerateds

An additional sparse data type is available called enum. A field of type enum can only
assume the values declared in the definition. Each definition is a different type. Only
enumerateds of the same type may be assigned or compared. Every element of an
enumerated must be assigned a value, as demonstrated in the following example.
Since the elements of the enumerated are not ordered, they can be assigned any unique
value, in any order.

enum { e;(vy), € (V1), ..., €, (Vn), [(0)] } Te;
Enumerateds occupy as much space in the byte stream as would its maximal defined
ordinal value. The following definition would cause one byte to be used to carry fields
of type Color.

enum { red(3), blue(5), white(7) } Color;
One may optionally specify a value without its associated tag to force the width
definition without defining a superfluous element. In the following example, Taste will

consume two bytes in the data stream but can only assume the values 1, 2 or 4.
enum { sweet(1), sour(2), bitter(4), (32000) } Taste;

The names of the elements of an enumeration are scoped within the defined type. In
the first example, a fully qualified reference to the second element of the enumeration
would be Color.blue. Such qualification is not required if the target of the assignment is

well specified.
Color color = Color.blue;  /* overspecified, but legal */
Color color =blue; /* correct, type is implicit */
For enumerateds that are never converted to external representation, the numerical

information may be omitted.
enum { low, medium, high } Amount;

6.6 Constructed types

Structure types may be constructed from primitive types for convenience. Each
specification declares a new, unique type. The syntax for definition is much like that
of C.

struct {
T, fi;
T, f;

T, fu;
3T
The fields within a structure may be qualified using the type's name using a syntax
much like that available for enumerateds. For example, T.f, refers to the second field
of the previous declaration. Structure definitions may be embedded.

6.6.1 Variants

Defined structures may have variants based on some knowledge that is available
within the environment. The selector must be an enumerated type that defines the
possible variants the structure defines. There must be a case arm for every element of
the enumeration declared in the select. The body of the variant structure may be given
a label for reference. The mechanism by which the variant is selected at runtime is not
prescribed by the presentation language.



struct {
T, fi;
T,
T, £
select (E) {

case e;: Tep;
case €,: Te;

case €,: Ten;
§ R
§ TV
For example
enum { apple, orange } VariantTag;
struct {
uint16 number;
opaque string<(..10<;  /* variable length */
+ VL
struct {
uint32 number;
opaque string[10];  /* fixed length */
} V2,
struct {
select (VariantTag) { /* value of variant selector is implicit */
case apple: V1;  /* definition of VariantBody, tag = apple */
case orange: V2; /* definition of VariantBody, tag = orange */
} variant_body; /* optional label on the variant portion */
} VariantRecord;
Variant structures may be qualified (narrowed) by specifying a value for the selector
prior to the type. For example, a
orange VariantRecord

is a narrowed type of a VariantRecord containing a variant_body of type V2.

6.7 Cryptographic attributes

The four cryptographic operations digital signing, stream cipher encryption, block
cipher encryption, and public key encryption are designated digitally-signed, stream-
ciphered, block-ciphered, and public-key-encrypted, respectively. A field's cryptographic
processing is specified by prepending an appropriate key word designation before the
field's type specification. Cryptographic keys are implied by the current session state
(see Section 7.1).

In digital signing, one-way hash functions are used as input for a signing algorithm. In
RSA signing, a 36-byte structure of two hashes (one SHA and one MD5) is signed
(encrypted with the private key). In DSS, the 20 bytes of the SHA hash are run
directly through the Digital Signing Algorithm with no additional hashing.

In stream cipher encryption, the plaintext is exclusive-ORed with an identical amount
of output generated from a cryptographically-secure keyed pseudorandom number
generator.

In block cipher encryption, every block of plaintext encrypts to a block of ciphertext.
Because it is unlikely that the plaintext (whatever data is to be sent) will break neatly
into the necessary block size (usually 64 bits), it is necessary to pad out the end of
short blocks with some regular pattern, usually all zeroes.



In public key encryption, one-way functions with secret "trapdoors" are used to
encrypt the outgoing data. Data encrypted with the public key of a given key pair can
only be decrypted with the private key, and vice-versa.

In the following example:
stream-ciphered struct {
uint8 fieldl;
uint8 field2;
digitally-signed opaque hash[20];
} UserType;
The contents of hash are used as input for a signing algorithm, then the entire structure

is encrypted with a stream cipher.
6.8 Constants

Typed constants can be defined for purposes of specification by declaring a symbol of
the desired type and assigning values to it. Under-specified types (opaque, variable
length vectors, and structures that contain opaque) cannot be assigned values. No
fields of a multi-element structure or vector may be elided.
For example,
struct {
uint8 f1;
uint8 2;
} Examplel;
Examplel ex1 = {1,4}; /* assigns fl =1,f2=4*/

SSL protocol

SSL is a layered protocol. At each layer, messages may include fields for length,
description, and content. SSL takes messages to be transmitted, fragments the data
into manageable blocks, optionally compresses the data, applies a MAC, encrypts, and
transmits the result. Received data is decrypted, verified, decompressed, and
reassembled, then delivered to higher level clients.

7.1 Session and connection states

An SSL session is stateful. It is the responsibility of the SSL Handshake protocol to
coordinate the states of the client and server, thereby allowing the protocol state
machines of each to operate consistently, despite the fact that the state is not exactly
parallel. Logically the state is represented twice, once as the current operating state,
and (during the handshake protocol) again as the pending state. Additionally, separate
read and write states are maintained. When the client or server receives a change
cipher spec message, it copies the pending read state into the current read state. When
the client or server sends a change cipher spec message, it copies the pending write
state into the current write state. When the handshake negotiation is complete, the
client and server exchange change cipher spec messages (see Section 7.3), and then
communicate using the newly agreed-upon cipher spec.

An SSL session may include multiple secure connections; in addition, parties may
have multiple simultaneous sessions.

The session state includes the following elements:

session identifier



An arbitrary byte sequence chosen by the server to identify an active or
resumable session state

peer certificate

X509.v3[X509] certificate of the peer. This element of the state may be null.
compression method

The algorithm used to compress data prior to encryption.
cipher spec

Specifies the bulk data encryption algorithm (such as null, DES, etc.) and a
MAC algorithm (such as MD5 or SHA). It also defines cryptographic
attributes such as the hash_size. (See Appendix A.7 for formal definition.)

master secret
48-byte secret shared between the client and server.
is resumable
A flag indicating whether the session can be used to initiate new connections.
The connection state includes the following elements:
server and client random
Byte sequences that are chosen by the server and client for each connection.
server write MAC secret
The secret used in MAC operations on data written by the server.
client write MAC secret
The secret used in MAC operations on data written by the client.
server write key

The bulk cipher key for data encrypted by the server and decrypted by the
client.

client write key

The bulk cipher key for data encrypted by the client and decrypted by the
server.

initialization vectors

When a block cipher in CBC mode is used, an initialization vector (IV) is
maintained for each key. This field is first initialized by the SSL handshake
protocol. Thereafter the final ciphertext block from each record is preserved
for use with the following record.

sequence numbers

Each party maintains separate sequence numbers for transmitted and received
messages for each connection. When a party sends or receives a change cipher
spec message, the appropriate sequence number is set to zero. Sequence
numbers are of type uint64 and may not exceed 2%*-1.



7.2 Record layer

The SSL Record Layer receives uninterpreted data from higher layers in non-empty
blocks of arbitrary size.

7.2.1Fragmentation

The record layer fragments information blocks into SSLPlaintext records of 2'* bytes
or less. Client message boundaries are not preserved in the record layer (i.e., multiple
client messages of the same ContentType may be coalesced into a single SSLPIlaintext
record).
struct {
uint8 major, minor;
} ProtocolVersion;
enum {
change cipher_spec(20), alert(21), handshake(22),
application_data(23), (255)
} ContentType;
struct {
ContentType type;
ProtocolVersion version;
uint16 length;
opaque fragment[SSLPlaintext.length];
} SSLPlaintext;

type
The higher level protocol used to process the enclosed fragment.
version

The version of protocol being employed. This document describes SSL
Version 3.0 (See Appendix A.1.1).

length

The length (in bytes) of the following SSLPlaintext.fragment. The length
should not exceed 2",

fragment

The application data. This data is transparent and treated as an independent
block to be dealt with by the higher level protocol specified by the type field.

Note: Data of different SSL Record layer content types may be interleaved. Application data is
generally of lower precedence for transmission than other content types.

7.2.2 Record compression and decompression

All records are compressed using the compression algorithm defined in the current
session state. There is always an active compression algorithm, however initially it is
defined as CompressionMethod.null. The compression algorithm translates an
SSLPlaintext structure into an SSLCompressed structure. Compression functions erase
their state information whenever the CipherSpec is replaced.

Note: The CipherSpec is part of the session state described in Section 7.1. References
to fields of the CipherSpec are made throughout this document using presentation
syntax. A more complete description of the CipherSpec is shown in Appendix A.7.
Compression must be lossless and may not increase the content length by more than
1024 bytes. If the decompression function encounters an SSLCompressed.fragment that



would decompress to a length in excess of 2'* bytes, it should issue a fatal
decompression_failure alert (Section 7.4.2).

struct {
ContentType type; /* same as SSLPlaintext.type */
ProtocolVersion version; /* same as SSLPlaintext.version */

uint16 length;
opaque fragment[SSLCompressed.length];
} SSLCompressed,

length

The length (in bytes) of the following SSL.Compressed.fragment. The length
should not exceed 2'* + 1024.

fragment
The compressed form of SSLPlaintext.fragment.

Note: A CompressionMethod.null operation is an identity operation; no fields are altered.
(See Appendix A.4.1)

Implementation note: Decompression functions are responsible for ensuring that
messages cannot cause internal buffer overflows.

7.2.3 Record payload protection and the CipherSpec

All records are protected using the encryption and MAC algorithms defined in the
current CipherSpec. There is always an active CipherSpec, however initially it is
SSL_NULL_WITH _NULL NULL, which does not provide any security.

Once the handshake is complete, the two parties have shared secrets which are used to
encrypt records and compute keyed message authentication codes (MACs) on their
contents. The techniques used to perform the encryption and MAC operations are
defined by the CipherSpec and constrained by CipherSpec.cipher type. The encryption and
MAC functions translate an SSLCompressed structure into an SSLCiphertext. The
decryption functions reverse the process. Transmissions also include a sequence

number so that missing, altered, or extra messages are detectable.
struct {
ContentType type;
ProtocolVersion version;
uint16 length;
select (CipherSpec.cipher_type) {
case stream: GenericStreamCipher;
case block: GenericBlockCipher;
} fragment;
} SSLCiphertext;

type

The type field is identical to SSLCompressed.type.
version

The version field is identical to SSLCompressed.version.
length

The length (in bytes) of the following SSLCiphertext.fragment. The length may not
exceed 2'* +2048.

fragment

The encrypted form of SSLCompressed.fragment, including the MAC.



7.2.3.1 Null or standard stream cipher

Stream ciphers (including BulkCipherAlgorithm.null - See Appendix A.7 ) convert
SSLCompressed.fragment structures to and from stream SSLCiphertext.fragment structures.
stream-ciphered struct {
opaque content[ SSLCompressed.length];
opaque MAC[CipherSpec.hash_size];
} GenericStreamCipher;
The MAC is generated as:
hash(MAC_write_secret + pad_2 +
hash (MAC_write_secret + pad_1 + seq_num + length + content));
where "+" denotes concatenation.

pad 1

The character 0x36 repeated 48 time for MD5 or 40 times for SHA.
pad 2

The character Ox5c repeated the same number of times.
seq_num

The sequence number for this message.
hash

The hashing algorithm derived from the cipher suite.

Note that the MAC is computed before encryption. The stream cipher encrypts the
entire block, including the MAC. For stream ciphers that do not use a synchronization
vector (such as RC4), the stream cipher state from the end of one record is simply
used on the subsequent packet. If the CipherSuite is SSL_ NULL_WITH NULL NULL,
encryption consists of the identity operation (i.e., the data is not encrypted and the MAC size is zero

implying that no MAC is used). SSLCiphertext.length is SSLCompressed.length plus
CipherSpec.hash_size.

7.2.3.2 CBC block cipher

For block ciphers (such as RC2 or DES), the encryption and MAC functions convert
SSLCompressed.fragment structures to and from block SSLCiphertext.fragment structures.
block-ciphered struct {
opaque content[ SSLCompressed.length];
opaque MAC[CipherSpec.hash_size];
uint8 padding[GenericBlockCipher.padding_length];
uint8 padding_length;
} GenericBlockCipher;
The MAC is generated as described in Section 7.2.3.1.

padding
Padding that is added to force the length of the plaintext to be a multiple of the block cipher's
block length.

padding_length

The length of the padding must be less than the cipher's block length and may be zero. The
padding length should be such that the total size of the GenericBlockCipher structure is a
multiple of the cipher's block length.

The encrypted data length (SSLCiphertext.length) is one more than the sum of SSLCompressed.length,
CipherSpec.hash_size, and padding_length.

Note: With CBC block chaining the initialization vector (IV) for the first record is provided by the
handshake protocol. The IV for subsequent records is the last ciphertext block from the previous record.



7.3 Change cipher spec protocol

The change cipher spec protocol exists to signal transitions in ciphering strategies. The protocol consists
of a single message, which is encrypted and compressed under the current (not the pending)
CipherSpec. The message consists of a single byte of value 1.

struct {

enum { change cipher_spec(1), (255) } type;

} ChangeCipherSpec;
The change cipher spec message is sent by both the client and server to notify the receiving party that
subsequent records will be protected under the just-negotiated CipherSpec and keys. Reception of this
message causes the receiver to copy the read pending state into the read current state. Separate read and
write states are maintained by both the SSL client and server. When the client or server receives a
change cipher spec message, it copies the pending read state into the current read state. When the client
or server writes a change cipher spec message, it copies the pending write state into the current write
state. The client sends a change cipher spec message following handshake key exchange and certificate
verify messages (if any), and the server sends one after successfully processing the key exchange
message it received from the client. An unexpected change cipher spec message should generate an

unexpected _message alert (Section 7.4.2). When resuming a previous session, the change cipher spec
message is sent after the hello messages.

7.4 Alert protocol

One of the content types supported by the SSL Record layer is the alert type. Alert messages convey the
severity of the message and a description of the alert. Alert messages with a level of fatal result in the
immediate termination of the connection. In this case, other connections corresponding to the session
may continue, but the session identifier must be invalidated, preventing the failed session from being
used to establish new connections. Like other messages, Alert messages are encrypted and compressed,
as specified by the current connection state.

enum { warning(1), fatal(2), (255) } AlertLevel;

enum {
close notify(0),
unexpected message(10),
bad_record mac(20),
decompression_failure(30),
handshake_failure(40), no_certificate(41), bad_certificate(42),
unsupported_certificate(43), certificate_revoked(44),
certificate _expired(45), certificate_unknown(46),
illegal parameter (47)
(255)
} AlertDescription;

struct {
AlertLevel level;
AlertDescription description;
} Alert;

7.4.1 Closure alerts

The client and the server must share knowledge that the connection is ending in order to avoid a
truncation attack. Either party may initiate the exchange of closing messages.

close notify

This message notifies the recipient that the sender will not send any more messages on this
connection. The session becomes unresumable if any connection is terminated without proper
close notify messages with level equal to warning.

7.4.2 Error alerts

Error handling in the SSL Handshake protocol is very simple. When an error is detected, the detecting
party sends a message to the other party. Upon transmission or receipt of an fatal alert message, both



parties immediately close the connection. Servers and clients are required to forget any session-
identifiers, keys, and secrets associated with a failed connection. The following error alerts are defined:

unexpected _message

An inappropriate message was received. This alert is always fatal and should never be
observed in communication between proper implementations.

bad_record mac

This alert is returned if a record is received with an incorrect MAC. This message is always
fatal.

decompression_failure

The decompression function received improper input (e.g. data that would expand to excessive
length). This message is always fatal.

handshake_failure

Reception of a handshake failure alert message indicates that the sender was unable to
negotiate an acceptable set of security parameters given the options available. This is a fatal
error.

no_certificate

A no_certificate alert message may be sent in response to a certification request if no
appropriate certificate is available.

bad_certificate

A certificate was corrupt, contained signatures that did not verify correctly, etc.
unsupported_certificate

A certificate was of an unsupported type.
certificate_revoked

A certificate was revoked by its signer.
certificate_expired

A certificate has expired or is not currently valid.
certificate_unknown

Some other (unspecified) issue arose in processing the certificate, rendering it unacceptable.
illegal parameter

A field in the handshake was out of range or inconsistent with other fields. This is always fatal.
7.5 Handshake protocol overview

The cryptographic parameters of the session state are produced by the SSL Handshake Protocol, which
operates on top of the SSL Record Layer. When a SSL client and server first start communicating, they
agree on a protocol version, select cryptographic algorithms, optionally authenticate each other, and use
public-key encryption techniques to generate shared secrets. These processes are performed in the
handshake protocol, which can be summarized as follows:

The client sends a client hello message to which the server must respond with a server hello message, or
else a fatal error will occur and the connection will fail. The client hello and server hello are used to
establish security enhancement capabilities between client and server. The client hello and server hello
establish the following attributes: protocol version, session ID, cipher suite, and compression method.
Additionally, two random values are generated and exchanged: ClientHello.random and
ServerHello.random.

Following the hello messages, the server will send its certificate, if it is to be authenticated.
Additionally, a server key exchange message may be sent, if it is required (e.g. if their server has no
certificate, or if its certificate is for signing only). If the server is authenticated, it may request a
certificate from the client, if that is appropriate to the cipher suite selected.



Now the server will send the server hello done message, indicating that the hello-message phase of the
handshake is complete. The server will then wait for a client response.

If the server has sent a certificate request message, the client must send either the certificate message or
a no certificate alert. The client key exchange message is now sent, and the content of that message will
depend on the public key algorithm selected between the client hello and the server hello. If the client
has sent a certificate with signing ability, a digitally-signed certificate verify message is sent to
explicitly verify the certificate.

At this point, a change cipher spec message is sent by the client, and the client copies the pending
Cipher Spec into the current Cipher Spec. The client then immediately sends the finished message
under the new algorithms, keys, and secrets. In response, the server will send its own change cipher
spec message, transfer the pending to the current Cipher Spec, and send its Finished message under the
new Cipher Spec. At this point, the handshake is complete and the client and server may begin to
exchange application layer data. (See flow chart below.)

Note: To help avoid pipeline stalls, ChangeCipherSpec is an independent SSL Protocol content type,
and is not actually an SSL handshake message.

When the client and server decide to resume a previous session or duplicate an existing session (instead
of negotiating new security parameters) the message flow is as follows:

The client sends a client hello using the Session ID of the session to be resumed. The Server then
checks its session cache for a match. If a match is found, and the server is willing to re-establish the
connection under the specified session state, it will send a server hello with the same Session ID value.
At this point, both client and server must send change cipher spec messages and proceed directly to
finished messages. Once the re-establishment is complete, the client and server may begin to exchange
application layer data. (See flow chart below.) If a Session ID match is not found, the server generates a
new session ID and the SSL client and server perform a full handshake.

The contents and significance of each message will be presented in detail in the following
sections.

7.6 Handshake protocol

The SSL Handshake Protocol is one of the defined higher level clients of the SSL Record
Protocol. This protocol is used to negotiate the secure attributes of a session. Handshake
messages are supplied to the SSL Record Layer, where they are encapsulated within one or
more SSLPlaintext structures, which are processed and transmitted as specified by the current
active session state.

enum {
hello_request(0), client_hello(1), server_hello(2),
certificate(11), server_key exchange (12), certificate request(13),
server_hello_done(14), certificate_verify(15), client key exchange(16),
finished(20), (255)

} HandshakeType;

struct {
HandshakeType msg_type; /* type of handshake message */
uint24 length; /* # bytes in handshake message body */



select (HandshakeType) {
case hello_request: HelloRequest;
case client_hello: ClientHello;
case server_hello: ServerHello;
case certificate: Certificate;
case server_key exchange: ServerKeyExchange;
case certificate_request: CertificateRequest;
case server_hello_done: ServerHelloDone;
case certificate verify: CertificateVerify;
case client key exchange: ClientKeyExchange;
case finished: Finished;

} body;

} Handshake;

The handshake protocol messages are presented in the order they must be sent; sending
handshake messages in an unexpected order results in a fatal error.

7.6.1 Hello messages

The hello phase messages are used to exchange security enhancement capabilities between the
client and server. When a new session begins, the CipherSpec encryption, hash, and
compression algorithms are initialized to null. The current CipherSpec is used for renegotiation
messages.

7.6.1.1 Hello request

The hello request message may be sent by the server at any time, but will be ignored by the
client if the handshake protocol is already underway. It is a simple notification that the client
should begin the negotiation process anew by sending a client hello message when convenient.

Note: Since handshake messages are intended to have transmission precedence over
application data, it is expected that the negotiation begin in no more than one or two times the
transmission time of a maximum length application data message.

After sending a hello request, servers should not repeat the request until the subsequent
handshake negotiation is complete. A client that receives a hello request while in a handshake
negotiation state should simply ignore the message.

The structure of a hello request message is as follows:
struct { } HelloRequest;
7.6.1.2 Client hello

When a client first connects to a server it is required to send the client hello as its first
message. The client can also send a client hello in response to a hello request or on its own
initiative in order to renegotiate the security parameters in an existing connection.

The client hello message includes a random structure, which is used later in the protocol.

struct {
uint32 gmt_unix_time;
opaque random_bytes[28];
} Random;

gmt_unix_time

The current time and date in standard UNIX 32-bit format according to the sender's internal
clock. Clocks are not required to be set correctly by the basic SSL Protocol; higher level or
application protocols may define additional requirements.

random_bytes
28 bytes generated by a secure random number generator.

The client hello message includes a variable length session identifier. If not empty, the value identifies a
session between the same client and server whose security parameters the client wishes to reuse. The
session identifier may be from an earlier connection, this connection, or another currently active



connection. The second option is useful if the client only wishes to update the random structures and
derived values of a connection, while the third option makes it possible to establish several
simultaneous independent secure connections without repeating the full handshake protocol. The actual
contents of the SessionID are defined by the server.
opaque SessionID<0..32>;
Warning: Servers must not place confidential information in session identifiers or let the contents of
fake session identifiers cause any breach of security.
The CipherSuite list, passed from the client to the server in the client hello message, contains the
combinations of cryptographic algorithms supported by the client in order of the client's preference
(first choice first). Each CipherSuite defines both a key exchange algorithm and a CipherSpec. The
server will select a cipher suite or, if no acceptable choices are presented, return a handshake failure
alert and close the connection.
uint8 CipherSuite[2]; /* Cryptographic suite selector */
The client hello includes a list of compression algorithms supported by the client, ordered according to
the client's preference. If the server supports none of those specified by the client, the session must fail.
enum { null(0), (255) } CompressionMethod;
Issue: Which compression methods to support is under investigation.
The structure of the client hello is as follows.
struct {
ProtocolVersion client_version;
Random random;
SessionlD session_id;
CipherSuite cipher_suites<2..2'%-1>;
CompressionMethod compression_methods<1..2%-1>;
} ClientHello;

client_version

The version of the SSL protocol by which the client wishes to communicate during this
session. This should be the most recent (highest valued) version supported by the client. For
this version of the specification, the version will be 3.0 (See Appendix E for details about
backward compatibility).

random
A client-generated random structure.
session_id

The ID of a session the client wishes to use for this connection. This field should be empty if
no session_id is available or the client wishes to generate new security parameters.

cipher_suites

This is a list of the cryptographic options supported by the client, sorted with the client's first
preference first. If the session_id field is not empty (implying a session resumption request)
this vector must include at least the cipher_suite from that session. Values are defined in
Appendix A.6.

compression_methods

This is a list of the compression methods supported by the client, sorted by client preference. If
the session_id field is not empty (implying a session resumption request) this vector must
include at least the compression_method from that session. All implementations must support
CompressionMethod.null.

After sending the client hello message, the client waits for a server hello message. Any other handshake
message returned by the server except for a hello request is treated as a fatal error.

Implementation note: Application data may not be sent before a finished message has been sent.
Transmitted application data is known to be insecure until a valid finished message has been received.
This absolute restriction is relaxed if there is a current, non-null encryption on this connection.



7.6.1.3 Server hello

The server processes the client hello message and responds with either a handshake_failure alert or
server hello message.
struct {
ProtocolVersion server_version;
Random random;
SessionID session_id;
CipherSuite cipher_suite;
CompressionMethod compression_method;
} ServerHello;

server_version

This field will contain the lower of that suggested by the client in the client hello and the
highest supported by the server. For this version of the specification, the version will be 3.0
(See Appendix E for details about backward compatibility).

random

This structure is generated by the server and must be different from (and independent of)
ClientHello.random.

session_id

This is the identity of the session corresponding to this connection. If the
ClientHello.session_id was non-empty, the server will look in its session cache for a match. If
a match is found and the server is willing to establish the new connection using the specified
session state, the server will respond with the same value as was supplied by the client. This
indicates a resumed session and dictates that the parties must proceed directly to the finished
messages. Otherwise this field will contain a different value identifying the new session. The
server may return an empty session_id to indicate that the session will not be cached and
therefore cannot be resumed.

cipher_suite

The single cipher suite selected by the server from the list in ClientHello.cipher_suites. For
resumed sessions this field is the value from the state of the session being resumed.

compression_method

The single compression algorithm selected by the server from the list in
ClientHello.compression_methods. For resumed sessions this field is the value from the
resumed session state.

7.6.2 Server certificate

If the server is to be authenticated (which is generally the case), the server sends its certificate
immediately following the server hello message. The certificate type must be appropriate for the
selected cipher suite's key exchange algorithm, and is generally an X.509.v3 certificate (or a modified
X.509 certificate in the case of Fortezza [FOR]). The same message type will be used for the client's
response to a server certificate request message.

opaque ASN.1Cert<1 221>

struct {
ASN.1Cert certificate_list<1..2%-1>;

} Certificate;
certificate list This is a sequence (chain) of X.509.v3 certificates, ordered with the sender's certificate
first and the root certificate authority last.
Note: PKCS #7 [PKCS7] is not used as the format for the certificate vector because PKCS #6 [PKCS6]
extended certificates are not used. Also PKCS #7 defines a SET rather than a SEQUENCE, making the
task of parsing the list more difficult.



7.6.3 Server key exchange message

The server key exchange message is sent by the server if it has no certificate, has a certificate only used
for signing (e.g., DSS [DSS] certificates, signing-only RSA [RSA] certificates), or fortezza/DMS key
exchange is used. This message is not used if the server certificate contains Diffie-Hellman [DH1]
parameters.

Note: According to current US export law, RSA moduli larger than 512 bits may not be used for key
exchange in software exported from the US. With this message, larger RSA keys may be used as
signature-only certificates to sign temporary shorter RSA keys for key exchange.

enum { rsa, diffie_hellman, fortezza dms } KeyExchangeAlgorithm;

struct {
opaque rsa_modulus<1 L2181
opaque rsa_exponent<]..2 101>,
} ServerRSAParams;
rsa_modulus The modulus of the server's temporary RSA key.
rsa_exponent The public exponent of the server's temporary RSA key.
struct {
opaque dh_p<1.2'%-1>;
opaque dh_g<1..2'%-1>;
opaque dh_Y<1..2'5-1>;
} ServerDHParams;  /* Ephemeral DH parameters */

dh_p

The prime modulus used for the Diffie-Hellman operation.
dh g

The generator used for the Diffie-Hellman operation.
dh_ Y,

The server's Diffie-Hellman public value (g* mod p).

struct {
opaquer_s [128];
} ServerFortezzaParams;
rs
Server random number for Fortezza KEA (Key Exchange Algorithm).
struct {
select (KeyExchangeAlgorithm) {
case diffie_hellman:
ServerDHParams params;
Signature signed_params;
case rsa:
ServerRSAParams params;
Signature signed_params;
case fortezza_dms:
ServerFortezzaParams params;
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} ServerKeyExchange;

params
The server's key exchange parameters.
signed params
A hash of the corresponding params value, with the signature appropriate to that hash applied.
md5_hash

MD5(ClientHello.random + ServerHello.random + ServerParams);



sha_hash
SHA(ClientHello.random + ServerHello.random + ServerParams);

enum { anonymous, rsa, dsa } SignatureAlgorithm;

digitally-signed struct {
select(SignatureAlgorithm) {
case anonymous: struct { };
case rsa:
opaque md5_hash[16];
opaque sha_hash[20];
case dsa:
opaque sha_hash[20];
15

} Signature;
7.6.4 Certificate request

A non-anonymous server can optionally request a certificate from the client, if appropriate for the
selected cipher suite.
opaque CertificateAuthority<0..2**-1>;

enum {
rsa_sign(1), dss_sign(2), rsa_fixed _dh(3), dss_fixed dh(4),
rsa_ephemeral dh(5), dss_ephemeral dh(6), fortezza_dms(20), (255)
} ClientCertificateType;

opaque DistinguishedName<1..2'%-1>;

struct {
ClientCertificateType certificate types<l..2%-1>;
DistinguishedName certificate authorities<3..2'°-1>;
} CertificateRequest;

certificate _types

This field is a list of the types of certificates requested, sorted in order of the server's
preference.

certificate_authorities
A list of the distinguished names of acceptable certificate authorities.

Note: DistinguishedName is derived from [X509].
Note: It is a fatal handshake failure alert for an anonymous server to request client identification.

7.6.5 Server hello done

The server hello done message is sent by the server to indicate the end of the server hello and associated
messages. After sending this message the server will wait for a client response.

struct { } ServerHelloDone;
Upon receipt of the server hello done message the client should verify that the server provided a valid
certificate if required and check that the server hello parameters are acceptable.

7.6.6 Client certificate

This is the first message the client can send after receiving a server hello done message. This message is
only sent if the server requests a certificate. If no suitable certificate is available, the client should send
a no certificate alert instead. This error is only a warning, however the server may respond with a fatal
handshake failure alert if client authentication is required.

Client certificates are sent using the Certificate defined in Section 7.6.2.

Note: Client Diffie-Hellman certificates must match the server specified Diffie-Hellman parameters.



7.6.7 Client key exchange message

The choice of messages depends on which public key algorithm(s) has (have) been selected. See
Section 7.6.3 for the KeyExchangeAlgorithm.
struct {
select (KeyExchangeAlgorithm) {
case rsa: EncryptedPreMasterSecret;
case diffie_hellman: ClientDiffieHellmanPublic;
case fortezza_dms: FortezzaKeys;
} exchange keys;
} ClientKeyExchange;
The information to select the appropriate record structure is in the pending session state (see Section
7.1).
7.6.7.1 RSA encrypted premaster secret message

If RSA is being used for key agreement and authentication, the client generates a 48-byte pre-master
secret, encrypts it under the public key from the server's certificate or temporary RSA key from a server
key exchange message, and sends the result in an encrypted premaster secret message.
struct {
ProtocolVersion client_version;
opaque random[46];
} PreMasterSecret;

client_version

The latest (newest) version supported by the client. This is used to detect version roll-back
attacks.

random
46 securely-generated random bytes.

struct {
public-key-encrypted PreMasterSecret pre_master_secret;
} EncryptedPreMasterSecret;

pre_master_secret

This random value is generated by the client and is used to generate the master secret, as
specified in Section 8.1.

7.6.7.2 Fortezza key exchange message

Under Fortezza DMS, the client derives a Token Encryption Key (TEK) using Fortezza's Key Exchange
Algorithm (KEA). The client's KEA calculation uses the public key in the server's certificate along with
private parameters in the client's token. The client sends public parameters needed for the server to
generate the TEK, using its own private parameters. The client generates session keys, wraps them
using the TEK, and sends the results to the server. The client generates I'V's for the session keys and
TEK and sends them also. The client generates a random 48-byte premaster secret, encrypts it using the
TEK, and sends the result:
struct {
opaque y ¢<0..128>;
opaquer c[128];
opaque y_signature[20];
opaque wrapped_client_write_key[12];
opaque wrapped_server write key[12];
opaque client_write _iv[24];
opaque server_write_iv[24];
opaque master_secret_iv[24];
block-ciphered opaque encrypted pre_master_secret[48];
} FortezzaKeys;

y_signature



y_singnature is the signature of the KEA public key, signed with the client's DSS private key.

y_ ¢

The client's Y, value (public key) for the KEA calculation. If the client has sent a certificate,
and its KEA public key is suitable, this value must be empty since the certificate already
contains this value. If the client sent a certificate without a suitable public key, y c is used and
y_singnature is the KEA public key signed with the client's DSS private key. For this value to
be used, it must be between 64 and 128 bytes.

The client's R, value for the KEA calculation.
wrapped_client write_key

This is the client's write key, wrapped by the TEK.
wrapped_server_write_key

This is the server's write key, wrapped by the TEK.
client_write_iv

This is the IV for the client write key.
server_write_iv

This is the IV for the server write key.
master_secret_iv

This is the IV for the TEK used to encrypt the pre-master secret.
pre_master_secret

This is a random value, generated by the client and used to generate the master secret, as
specified in Section 8.1. In the above structure, it is encrypted using the TEK.

7.6.7.3 Client Diffie-Hellman public value

This structure conveys the client's Diffie-Hellman public value (Y.) if it was not already included in the
client's certificate. The encoding used for Y. is determined by the enumerated PublicValueEncoding.
enum { implicit, explicit } PublicValueEncoding;

implicit
If the client certificate already contains the public value, then it is implicit and Y, does not
need to be sent again.

explicit
Y. needs to be sent.

struct {
select (PublicValueEncoding) {
case implicit: struct { };
case explicit: opaque dh_Yc<1..2'%-1>;
} dh_public;
} ClientDiffieHellmanPublic;

dh_Yc
The client's Diffie-Hellman public value (Y.).
7.6.8 Certificate verify

This message is used to provide explicit verification of a client certificate. This message is only sent
following any client certificate that has signing capability (i.e. all certificates except those containing
fixed Diffie-Hellman parameters).

struct {
Signature signature;

} CertificateVerify;



CertificateVerify.signature.md5_hash
MD5(master_secret + pad2 + MDS5(handshake messages +
master_secret + padl));

Certificate.signature.sha_hash
SHA(master_secret + pad2 + SHA(handshake messages +
master_secret + padl));
Here handshake messages refers to all handshake messages starting at client hello up to but not
including this message.

7.6.9 Finished

A finished message is always sent immediately after a change cipher specs message to verify that the
key exchange and authentication processes were successful. The finished message is the first protected
with the just-negotiated algorithms, keys, and secrets. No acknowledgment of the finished message is
required; parties may begin sending confidential data immediately after sending the finished message.
Recipients of finished messages must verify that the contents are correct.

enum { client(0x434C4E54), server(0x53525652) } Sender;

struct {
opaque md5_hash[16];
opaque sha_hash[20];
} Finished;
mdS_hash
MD5(master_secret + pad2 + MDS5(handshake messages +
Sender + master_secret + padl));

sha_hash
SHA(master_secret + pad2 + SHA(handshake messages +
Sender + master_secret + padl));

The hash contained in finished messages sent by the server incorporate Sender.server; those sent by the
client incorporate Sender.client. The value handshake messages includes all handshake messages
starting at client hello up to, but not including, the finished messages. This may be different from
handshake messages in Section 7.6.8 because it would include the certificate verify message (if
sent).

Note: Change cipher spec messages are not handshake messages and are not included in the hash
computations.

7.7 Application data protocol

Application data messages are carried by the Record Layer and are fragmented, compressed and
encrypted based on the current connection state. The messages are treated as transparent data to the
record layer.

Cryptographic computations

The key exchange, authentication, encryption, and MAC algorithms are determined by the cipher_suite
selected by the server and revealed in the server hello message.

8.1 Asymmetric cryptographic computations

The asymmetric algorithms are used in the handshake protocol to authenticate parties and to generate shared
keys and secrets.
For Diffie-Hellman, RSA, and Fortezza, the same algorithm is used to convert the pre_master_secret into
the master secret. The pre_master secret should be deleted from memory once the master secret has been
computed.

master_secret =
MD5(pre_master_secret + SHA('A' + pre_master_secret +

ClientHello.random + ServerHello.random)) +



MD5(pre_master_secret + SHA('BB' + pre_master_secret +
ClientHello.random + ServerHello.random)) +

MD5(pre_master_secret + SHA('CCC' + pre_master_secret +
ClientHello.random + ServerHello.random));

8.1.1 RSA

When RSA is used for server authentication and key exchange, a 48-byte pre_master_secret is generated by
the client, encrypted under the server's public key, and sent to the server. The server uses its private key to
decrypt the pre_master_secret. Both parties then convert the pre_master_secret into the master_secret, as
specified above.

RSA digital signatures are performed using PKCS #1 [PKCS1] block type 1. RSA public key encryption is
performed using PKCS #1 block type 2.

8.1.2 Diffie-Hellman

A conventional Diffie-Hellman computation is performed. The negotiated key (Z) is used as the
pre_master_secret, and is converted into the master_secret, as specified above.

Note: Diffie-Hellman parameters are specified by the server, and may be either ephemeral or contained
within the server's certificate.

8.1.3 Fortezza

A random 48-byte pre_master_secret is sent encrypted under the TEK and its IV. The server decrypts the
pre_master_secret and converts it into a master_secret, as specified above. Bulk cipher keys and Vs for
encryption are generated by the client's token and exchanged in the key exchange message; the
master_secret is only used for MAC computations.

8.2 Symmetric cryptographic calculations and the CipherSpec

The technique used to encrypt and verify the integrity of SSL records is specified by the currently active
CipherSpec. A typical example would be to encrypt data using DES and generate authentication codes using
MDS5. The encryption and MAC algorithms are set to SSL NULL_WITH_NULL _NULL at the beginning
of the SSL Handshake Protocol, indicating that no message authentication or encryption is performed. The
handshake protocol is used to negotiate a more secure CipherSpec and to generate cryptographic keys.

8.2.1 The master secret

Before secure encryption or integrity verification can be performed on records, the client and server need to
generate shared secret information known only to themselves. This value is a 48-byte quantity called the
master secret. The master secret is used to generate keys and secrets for encryption and MAC computations.
Some algorithms, such as Fortezza, may have their own procedure for generating encryption keys (the
master secret is used only for MAC computations in Fortezza).

8.2.2 Converting the master secret into keys and MAC secrets

The master secret is hashed into a sequence of secure bytes, which are assigned to the MAC secrets, keys,

and non-export Vs required by the current CipherSpec (see Appendix A.7).
CipherSpecs require a client write MAC secret, a server write MAC secret, a client write key, a server write
key, a client write [V, and a server write [V, which are generated from the master secret in that order.
Unused values, such as Fortezza keys communicated in the KeyExchange message, are empty. The
following inputs are available to the key definition process:
opaque MasterSecret[48]
ClientHello.random
ServerHello.random
When generating keys and MAC secrets, the master secret is used as an entropy source, and the random
values provide unencrypted salt material and IVs for exportable ciphers.
To generate the key material, compute
key block =
MD5(master_secret + SHA('A' + master_secret + ServerHello.random +
ClientHello.random)) +
MD5(master_secret + SHA('BB' + master_secret + ServerHello.random +
ClientHello.random)) +
MD5(master_secret + SHA('CCC' + master_secret + ServerHello.random +
ClientHello.random)) + [...];



until enough output has been generated. Then the key block is partitioned as follows.
client write. MAC_secret[CipherSpec.hash_size]
server_write. MAC_secret[CipherSpec.hash_size]
client_write_key[CipherSpec.key material]
server_write_key[CipherSPec.key material]
client_write IV[CipherSpec.IV_size] /* non-export ciphers */
server_write IV[CipherSpec.IV_size] /* non-export ciphers */
Any extra key_block material is discarded.
Exportable encryption algorithms (for which CipherSpec.is_exportable is true) require additional processing
as follows to derive their final write keys:
final client write_key = MD5(client_write_key +
ClientHello.random + ServerHello.random);
final_server write key = MD5(server_write_key +
ServerHello.random + ClientHello.random);
Exportable encryption algorithms derive their [Vs from the random messages:
client write IV = MD5(ClientHello.random + ServerHello.random);
server_write IV = MD5(ServerHello.random + ClientHello.random);
MDS5 outputs are trimmed to the appropriate size by discarding the least-significant bytes.

8.2.2.1 Export key generation example

SSL_RSA_EXPORT_WITH_RC2 _CBC_40_MDS requires five random bytes for each of the two
encryption keys and 16 bytes for each of the MAC keys, for a total of 42 bytes of key material. MD5
produces 16 bytes of output per call, so three calls to MDS are required. The MDS5 outputs are concatenated
into a 48-byte key block with the first MDS5 call providing bytes zero through 15, the second providing
bytes 16 through 31, etc. The key block is partitioned, and the write keys are salted because this is an
exportable encryption algorithm.

client write. MAC secret = key_blockg_;s

server_write. MAC_secret = key blockig. 3

client_write_key =key_blocks;_ 36

server_write_key =key_blocks; 4

final client write_key = MD5 (client_write_key +
ClientHello.random + ServerHello.random) ¢ _;s;

final server write_key = MDS5 (server_write_key +
ServerHello.random + ClientHello.random) ¢_;s;

client write IV = MD5(ClientHello.random + ServerHello.random) ,_7;
server_write IV = MD5(ServerHello.random + ClientHello.random) _+;
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Abstract

In the headlong rush to bring eCommerce applications to market, many
companies are neglecting the security of their systems, applications and
confidential data. This paper explores some of the most common
vulnerabilities that Netcraft security consultants uncover when performing
eCommerce security evaluations for clients. It is not intended to be a treatise
on computer, application or web security per se, more a collection of examples
of real errors and system misconfigurations from which, it is hoped, system



designers, developers and managers can glean a few ideas to prevent their
eCommerce systems from becoming yet another statistic for the archives. In
Netcraft's experience, it is very often an organization's attitude towards
security that is the problem more than the security of their eCommerce offering
itself.
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Introduction

One of the hardest aspects of the security evaluation work carried out by
Netcraft is explaining to clients, eager to join the "eCommerce revolution”, that
the web-based system that they have spent many hours planning, designing and
implementing, contains so many security vulnerabilities that a major re-
working is required before the system will be ready for deployment on the
Internet. In many cases, the flaws are so elementary that it is surprising that the
system was ever considered good enough to even reach the security evaluation
phase. Assuming it exists at all, the security evaluation can usually be found on
the last page of the project plan, leaving no option but to re-build the entire
project from scratch when security is found to be poor. This is not
exaggeration for effect, as this paper will attempt to show. We will outline
some of the problems that Netcraft consultants have uncovered in recent
months and highlight some of the more obvious traps and pitfalls into which
the unwary stumble on an all-too-regular basis.

Few of the problems presented here are inherent in any particular web server
or operating system, provided that the basic security guidelines are followed.
The major cause of system compromise is that the designers of a web service
have only considered security as an afterthought, not as a key component of

the system throughout the project's life cycle.

Security, What Security?

OK, so you're reading this to see how naive some organizations can be when
they first encounter the Internet or how even experienced developers fail to
apply sufficient thought to the security of web-based services . We'll try not to
disappoint, but the main aim of this paper is not to spread doom-and-gloom but
to try to highlight some basic principles that will assist you during the
development of your web-based applications. Throughout this paper, we use
the term application in preference to web-site, since many of the mistakes
made by web-site designers would be eliminated if the operating system, web



server, HTML pages, data entry forms, server-side scripts, databases and
whatever else makes up your web-site, are treated as an application delivering
a service to your customers, with due consideration of the overall security of
the system. It is not sufficient to consider the security of parts of a system
without looking at the security of the whole system. As we will see, failure to
assess the risks from this viewpoint (indeed, from the viewpoint of someone
with malicious intent), leads easily to a system open to compromise.

Plan Your Security Carefully

First rule - "Think security". Any computer system that is connected to the
Internet, be it a multi-million dollar server farm or a single machine costing a
few hundred dollars, is available for anyone to look at. That's as it should be.
The ubiquity of the Internet means that your business, your ideas, or merely
your idle ramblings, are available to whoever is interested and provides a great
opportunity for your business to thrive in the global marketplace. Of course,
this visibility comes at a price. Not everyone will like your ideas or your
products and some will have the wherewithal to cause disruption to your
service. Others represent the digital graffiti artists, keen to increase the spread
of their name at your expense.

Two prestigious organizations have recently scrapped eCommerce
applications, written by third-party developers, with less than a week to
go to the scheduled launch date. Our consultants were called in late in
the day - too late to influence the development of the applications. As a
result of our analysis and recommendations, both applications were re-
designed and re-written at a cost of tens of thousands of dollars.

At whatever level your eCommerce offering is pitched, make sure that you
consider the security of your service from day one. If you don't have the
experience or knowledge in-house, call in a professional security consulting
firm during the system's design. Work with them through the system
development to ensure that you safeguard your investment in your Internet
services.

Follow the Basic Guidelines

Sounds simple, doesn't it? With so much publicity about high-profile break-ins,
defacement of web-sites and theft of credit card details, one would hope that
anyone considering entering this perilous environment would, at least, take
basic precautions against unwanted intrusion. Again, in our experience, this is
far from the case. Over the past few years, Netcraft has developed its Security
Analysis Services, designed specifically, at the simplest level, to detect
common web-server misconfigurations and vulnerabilities or, at the most
detailed level, to find complex, subtle loopholes in web application designs,
implementation or configuration. The basic service has been offered to
organizations setting up secure eCommerce environments (based around the
use of SSL to encrypt transactions between the client and the web-based
application). Given that the organizations concerned have already decided that
the security of their customers' transactions is important, it is astonishing how
many of the sites examined are still open to attack using well-known exploits.

Of the SSL sites tested in the last
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Figures from Alldas show that, in the first 5 months of 2001, over 11,000 web-sites have been
defaced, but it is clear that many more systems are "quietly" compromised without publicity (and
even without the knowledge of the owners of the systems themselves).

By not following the basic steps to secure your service, you leave yourself
open to a variety of attacks from remote users. Indeed, you may even be
contributing to the problem by allowing your system to become a stepping
stone from which attacks against other systems can be launched. Many of you
will have read about the Distributed Denial of Service (DDoS) attacks on high
profile eCommerce sites - the only way for these attacks to continue is the
proliferation of badly secured systems.

For 11S/4.0, Microsoft has produced a checklist (and set of guidelines) that all
web-site developers should read and follow closely. The guidelines provide
precise configuration instructions that must be followed before an eCommerce
application is deployed. For IIS/5.0 on Windows 2000, the security
configuration tool is a useful starting point for securing your system. More
details can be found at http://www.microsoft.com/technet/security/tools.asp.
Other eCommerce platform suppliers provide similar security advice, so take
advantage of it.

Keep it Simple

Many eCommerce systems that we come across when performing security
evaluations have large numbers of (often vulnerable) services open to all and
sundry. If the sole purpose of your web-based application is to provide normal
and secure channels for your customers to communicate with you, then it is
highly likely that you can make do with opening TCP port 80 (HTTP) and TCP
port 443 (HTTPS) for access by anyone. Why then, do we see many, many
sites with many other ports open to the world, providing many avenues of
attack against the site? The answer is obvious - security has not been
adequately considered before the system and its application have been
launched into the eCommerce world.

In a recent examination of the security of a new high profile "free"
Internet service, the service was found to provide a different kind of
freedom, as the NetBIOS services allowed us to remotely map their hard
disk systems with full read and write access. Even though we needed a
username and password to connect, these were not hard to guess (the
"administrator" account password was, ahem, "password".)

In the rush to embrace the web, many long established computer security
principles have been abandoned. Remember, deny access to all services and
then allow access to only those services necessary for your application to
function correctly. Furthermore, exposed services should be examined in detail
to ensure that they conform to an accepted level of security.

What they See is What you Should Protect

That's not to say that you should become complacent, but assuming that your
firewall/port filtering systems adequately protect your server by restricting
access to all but a limited number of services, it is clear that it is precisely
those services that an attacker will target in order to compromise your



application. Indeed, many of the recent high profile attacks have used frailties
in server and application software to penetrate a web site.

Many advertisements in the papers or on television press home the fact that
setting up a web-site is an easy task. In many cases, it is - but what the adverts
fail to mention is that configuring a secure system requires a reasonable
understanding of the risks involved. Of course the business world has to
balance risk against the cost of protecting itself against that risk. Many
professional security companies offer a range of risk assessment and risk
management services and these should be factored into your project's budget
wherever possible. However, there are some simple steps that can be taken to
reduce such risk and most suppliers of Internet-based hardware and software
solutions will provide such advice - all you have to do is follow that advice.

If we look at some of the most popular eCommerce platforms, the same risky
configurations occur time after time, largely because the default installation of
the platform has not been prepared specifically for Internet deployment.

Sample Scripts and Applications

One of the most frequently observed problems does, indeed, relate to the
deployment of standard installations without any real understanding of what is
being offered to external users. Simply leaving sample files and applications
installed on a server can have dire consequences. Very often, example scripts
contain code that is designed to show the advanced capabilities of a system but
will also allow intruders to abuse these capabilities to view files on the web
server and discover the structure of the file-system, thus providing valuable
information with which to locate sensitive data files or launch further attacks
against the system.

Netcraft finds that 3 out of every 10 web-sites tested
allows access to example server-side scripts with known
exploitable weaknesses.

Tidy Up After Yourself

Very many web-based applications are developed and tested on the actual
system that will be put into production when the project is ready. A couple of
dangers are immediately obvious - the developers will be working on a system
that is not designed to be secure during development and may well have an
open FTP service, FrontPage facilities, Telnet, remote database connections,
etc. and may even have been set up with explicit or implicit trust of other
machines in the network. In the rush to bring product to market, the existence
of some services is often overlooked and those services remain accessible by
anyone, albeit with a much wider audience than before!

Failure to "tidy up" before a system went live allowed our
consultants to retrieve the entire source of a trading
application from the web-site of a financial services
company, including database logins and passwords and
confidential customer data files.

Once the development (and, hopefully, application testing), has been
completed, it is imperative that editor backup files, other files used during



development and any non-essential data is removed from the web folders on
the server. Many "hacker scripts" test for known back-up files to try and
retrieve the source code of scripts and learn more about an application and its
weaknesses.

Files discovered by our consultants in publicly-accessible
areas include confidential e-mail messages, router and
firewall configuration data, application data files and, of
course, database logins and passwords.

Protect Your Sensitive Data

You'd have to say that protecting sensitive data is an obvious requirement of
any online system. By now, you won't be surprised to learn that many sites
blithely ignore such trivialities. Netcraft often tests sites where confidential
customer data is stored unencrypted in files within the web-server's file space
or unprotected database tables.

In a recent eCommerce Security Evaluation, Netcraft
managed to use a loophole in a system module to read
files in the web-server's file space. One such file
contained customer bank account details in an encrypted
form. The encryption key, however, was hard-coded into
the application's scripts.

Manage Your Sessions Carefully

There have been several cases reported in the last few months where per-
session data from one user of a web-site has been erroneously delivered to
another user. In each case, the reason for these errors is usually given as a
software "glitch" or malfunction, although many are really caused by
fundamental flaws in application design. Designing multi-user interactive data-
centric applications has always provided some stiff challenges for software
systems developers and requires experience and care if the subtleties of
complex interactions are to be both understood and handled in a proper
fashion. Unless the development of web-based applications is approached with
the same degree of care, security and performance problems are bound to
occur.

Common design errors seen by Netcraft are mismanagement of session state,
usually caused by a failure to use and understand the facilities provided by the
run-time environment of the tools used for the application. As an example, we
often see hidden fields in HTML forms (or worse still, parameters within
URLSs) used to select and maintain data on the server, when server-side session
variables, or their equivalent, are not used at all. Failure of applications to send
correct instructions to caching proxy servers can also lead to unexpected data
dissemination.

Shhh, Don't Tell Everyone

Trying to "break-in" to a web-based service involves some automated
procedures to locate and test for vulnerabilities in exposed systems and
services, followed by manual inspections of those services and the application
itself, both from an external (user's) viewpoint and by reviewing application



source code for common design faults and coding errors. Very often, however,
the secret to unlocking a system vulnerability lies in the gathering together of
fragments of information from (sometimes) unexpected places.

Using a list of contact names in a "forgotten" part of a
company's web-site, Netcraft was able to find several
other companies with which the owner of one of the e-
mail addresses had previously been associated. Once such
association led to his personal home page, where we
discovered his surname, his wife's name and even the
name of his cat. This candidate information actually gave
us an FTP login name on the targeted site. Fortunately for
the site in question, their password policy was sufficiently
strict that it resisted our attempts to probe further.
Nevertheless, the site had provided more information than
its creators intended.

People intent on compromising or defacing any web-based system will always
have more time than you would believe possible to explore every nook and
cranny of your web-site. Comments in HTML pages will often provide useful
information to an attacker, such as the developer's login name or clues as to the
structure of the application and the web-server. Other sources of useful data
include not only the obvious Whois entries, press releases, news items, contact
lists, etc., but also the less obvious partner web-sites and personal web-pages.
By far the greatest risk, however, comes from badly configured server software
and application errors, particularly errors in scripts that are used to interact
with back-end databases.

By providing invalid data that will form part of a database
query on the remote service, our security evaluation team
can often force error messages to be displayed by the
target application. In many cases, these give details of the
structure of the web-site, its directories and, most
worryingly, the structure of the database tables used by
the application. Once the structure has been determined, it
is often a simple matter to modify database records to
elevate privileges or to steal or disrupt data in the
database.

Once again, failure to think about the ways in which your system and
application could be abused can lead to simple ways for an attacker to cause
disruption. Another common mistake is the failure to properly validate data

from end-users and then using this potentially damaging data in the
application. All data presented to an application must be considered "tainted"
until the application itself has ensured that it is safe. Things may not always be
what they seem - HTTP headers, cookies, hidden form variables, IP addresses,
and so on, can all be faked; client-side form data validation can be bypassed
and URLs can be modified.

One eCommerce evaluation carried out by Netcraft found
that a simple modification to the parameters that formed



part of a URL would allow us to view customer orders
and invoices for any user of the system.

Just when you think that you've got your system "just so", there's the final,
unexpected configuration problem that makes you wonder how on earth you
missed such a simple thing. The classic example is perhaps the use of a search
facility on your web-site. It may seem obvious to index (that is, include in the
search) web-pages that you want your users to be able to search, but it is very
common to find all manner of files indexed. Search results that include
file/page summaries will show the contents of system files, configuration files,
etc. if they have been mistakenly included in the search database. Even if your
search engine only displays lists of pages found, you may still be giving away
more information than you expect. Be careful which files are looked at by your
search facility.

"Thanks, now I can sleep nights"

Many IT directors, CTOs and system administrators do sleep peacefully - some
because they have paid due consideration to the security of their on-line
systems and applications during their design, development and deployment,
but many because they do not yet understand the risks that their new
eCommerce system is facing as they sleep. Compared to the cost of cleaning
up the mess after a system has been broken into, the cost of testing the security
of your web application is "small beer".

A system that cost around $5,000 to put together, recently
had its home-page defaced. To date, the cost of
investigating the defacement, rebuilding and (this time)
testing the security of the new system, is in excess of
$50,000.

Here are some of the things that we have heard over the past year. How highly
these people rated the security of their systems, and at what stage in their
assessment of the problem they had reached, is left as an exercise for the

reader.

e "We only have a few static web-pages, so we can't be
vulnerable."

e "My SSL pages are private, why are you looking at THEM?"

e "Thanks, now I can sleep nights."

e "Why do I need to test my application, I've got a firewall."

e "Wow! That was sneaky. I'm amazed you found that."

e "I know we're vulnerable, but it's not a major issue for us."
Conclusion

In the process of surveying hundreds of web applications, Netcraft sees many
security flaws - some surprising, some expected, some so subtle that they aren't
immediately obvious - all potentially damaging to the organisation behind the
web presence or its customers and investors. Is there a common theme? Well,
yes and no. Whilst the variety of design, implementation or configuration



problems never ceases to amaze, the underlying problem is the general lack of
consideration of security as a fundamental part of the design of a web-based
application from its inception and throughout its life.

You might suppose that the entire blame can be laid at the door of the suppliers
of system software, the designers of an application or the developers who put
the whole thing together. Whilst these groups often contribute to the overall
problem, they are not always solely to blame. Suppliers are nowadays taking
responsible steps to ensure that their application environments provide a secure
base, upon which a web application can be developed. System designers are
(or certainly should be) aware of the perils awaiting their application when it is
launched into the hostile Internet environment. Very often, programmers do
not have sight of the entire application and cannot involve themselves in the
overall security of the system.

Often, however, the last say in bringing an application to the web lies with the
organization's management and they, of course, will have investors, customers
and competitors influencing the application's time-to-market. Until the people
commissioning new web-sites, applications and web-based businesses
understand the importance of security and work together with the suppliers,
designers and developers to ensure that security is uppermost in everyone's
minds, the hackers, crackers, script kiddies - call them what you will - will
continue to flourish.

About Netcraft

Netcraft is an internet consultancy based in Bath, England with the majority of
its work closely associated to the development of Internet services for its
clients or itself. In 1999, Deloitte & Touche ranked Netcraft as one of the fifty
fastest growing technology companies in the United Kingdom. In November
1999, the British Department of Trade and Industry short-listed Netcraft for an
award for export achievement.

Bob Metcalfe, inventor of Ethernet and co-founder of 3com, has pronounced
Netcraft "cool", while Tim O'Reilly called it "the best known example of a site
devoted to tracking technology on the Internet".

Clients for Netcraft's services include IBM, Sun, Hewlett Packard, Microsoft,
Intel, Verisign, Global Crossing, Energis, British Telecom, Cable & Wireless,
Demon Internet, Goldman Sachs, Morgan Stanley, Fidelity, Union Bank of
Switzerland, the Post Office and Lloyds of London.



